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# Описание сети Фейстеля.

Сеть Фейстеля - это многократно повторяющиеся преобразования состояния блока данных - для очередной ячейки сети входными значениями (для преобразования) служат выходные значения предыдущей ячейки (то есть данные преобразованные ранее). Является симметричным алгоритмом. Эту схему использует большая часть блочных шифров, в том числе новейшие шифры Blowfish и Twofish.

Сеть Фейстеля - это система блочного шифрования, то есть если данные больше блока - то мы разрезаем их на блоки фиксированной длины, если последний фрагмент окажется короче блока - дополняем его до нужной длинны любым способом (например, незначащими нулями)

### 

**![сеть фейстеля - схема работы, фкн вгу воронеж](data:image/png;base64,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)**

# **RC2**

Шифруемое слово - **composer**

Ключ - **az** - Anastasia Zaveeeva

## **Encrypt**

a => 01100011 01101111 b => 01101101 01110000

c => 01101111 01110011 d => 01100101 01110010

subkey => 01000001 01011010

1. a + subkey => (

01100011 01101111 +

01000001 01011010

10100100 11001001

1. c & d =>

01101111 01110011 &

01100101 01110010 =

01100101 01110010

1. (not d) & b =>

10011010 10001101 &

01101101 01110000 =

00001000 00000000

1. (c ^ d) + (not d ^ b) =

01100101 01110010 +

00001000 00000000 =

01101101 01110010

1. pt1 + pt4 =

10100100 11001001 +

01101101 01110010 =

00000001 00010010 00111011

1. 6. Сдвиг влево на 4:

00000001 00010010 00111011 <<< 4 =>

0001 00010010 00111011 0000

1. b => 01101101 01110000 c => 01101111 01110011d => 01100101 01110010 a => 00010001 00100011 10110000
2. Конкатенация b,c,d,a:

01101101 01110000 01101111 01110011 01100101 01110010 00010001 00100011 10110000

Результат в ascii: **mposer#°**

Результат в hex: **6d706f736572100000**

## **Decrypt**

1. Сдвиг вправо на 4:

000100010010001110110000 >>> 4 =

000000010001001000111011

1. c & d =>

01101111 01110011 &

01100101 01110010 =

01100101 01110010

1. (not d) & b =>

10011010 10001101 &

01101101 01110000 =

00001000 00000000

1. (c ^ d) + (not d ^ b) =

01100101 01110010 +

00001000 00000000 =

01101101 01110010

1. a - (b ^ (not d) + (c ^ d)) =

00000001 00010010 00111011 -

01101101 01110010 =

10100100 11001001

1. pt5 - AZ = (

10100100 11001001 -

01000001 01011010 =

01100011 01101111

1. Конкатенация a,b,c,d: 01100011 01101111 01101101 01110000 01101111 01110011 01100101 01110010

Результат в ascii: **composer**

Результат в hex: **636f6d706f736400**

# 

# 

# 

# **TEA**

Message: **composer**

01100011 01101111 01101101 01110000 01101111 01110011 01100101 01110010

Left: 01100011 01101111 01101101 01110000

Right: 01101111 01110011 01100101 01110010

Ключи:

K0: **azid**

K1: **ball**

K2: **cash**

K3: **open**

**Encrypt**

### **Нечетная часть**

1. Правую часть сдвигаем влево на 4 бита:

01101111 01110011 01100101 01110010 << 4 =

1111 01110011 0110 0101 01110010 0000

1. К результату из п.1 добавляем K0:

11110111 00110110 01010111 00100000 +

01100001 01111010 01101001 01100100 =

01011000 10110000 11000000 10000100

1. К правой части добавляем I\*delta (I = 1)

01101111 01110011 01100101 01110010 + 1 \*

**10011110 00110111 01111001 10111001** =

00001101 10101010 11011111 00101011

1. Результат из п2. XOR результат из п.3

01011000 10110000 11000000 10000100 XOR

00001101 10101010 11011111 00101011 =

01010101 00011010 00011111 10101111

1. Правую часть сдвигаем вправо на 5 бит:

011 01111011 10011011 00101011 10010 >> 5 =

00000011 01111011 10011011 00101011

1. К результату из п.5 добавляем K1:

00000011 01111011 10011011 00101011 +

01100010 01100001 01101100 01101100 =

01100101 11011101 00000111 10010111

1. Результат из п4. XOR результат из п.6

01010101 00011010 00011111 10101111 XOR

01100101 11011101 00000111 10010111 =

00110000 11000111 00011000 00111000

1. К левой части прибавляется результат из п.7

01100011 01101111 01101101 01110000 +

00110000 11000111 00011000 00111000 =

10010100 00110110 10000101 10101000

### **Четная часть (правая часть = п.8, левая часть = правой сверху)**

1. 1. Правую часть сдвигаем влево на 4 бита:

10010100 00110110 10000101 10101000 << 4 =

0100 00110110 10000101 10101000 0000

1. К результату из п.1 добавляем K2:

01000011 01101000 01011010 10000000 +

01100011 01100001 01110011 01101000 =

10100110 11001001 11001101 11101000

1. К правой части добавляем I\*delta (I = 1)

10010100 00110110 10000101 10101000 + 1 \*

**10011110 00110111 01111001 10111001** =

00110010 01101101 11111111 01100001

1. Результат из п2. XOR результат из п.3

10100110 11001001 11001101 11101000 XOR

00110010 01101101 11111111 01100001 =

10010100 10100100 00110010 10001001

1. Правую часть сдвигаем вправо на 5 бит:

100 10100001 10110100 00101101 01000 >> 5 =

00000100 10100001 10110100 00101101

1. К результату из п.5 добавляем K3:

00000100 10100001 10110100 00101101 +

01101111 01110000 01100101 01101110 =

01110100 00010010 00011001 10011011

1. Результат из п4. XOR результат из п.6

10010100 10100100 00110010 10001001 XOR

01110100 00010010 00011001 10011011 =

11100000 10110110 00101011 00010010

1. К левой части прибавляется результат из п.7:

01101111 01110011 01100101 01110010 +

11100000 10110110 00101011 00010010 =

01010000 00101001 10010000 10000100

### **Результат**

10010100 00110110 10000101 10101000 01010000 00101001 10010000 10000100

Результат в ascii: **6¨P)**

Результат в hex: **943685a850299000**

## **Decrypt**

### **Четная часть**

10010100 00110110 10000101 10101000 - left

01010000 00101001 10010000 10000100 - right

1. Правую часть сдвигаем влево на 4 бита:

0101 0000001 01001100 100001000 0100 << 4 =

0000001 01001100 100001000 0100 0000

1. К результату из п.1 добавляем K2:

00000010 10011001 00001000 01000000 +

01100011 01100001 01110011 01101000 =

01100101 11111010 01111011 10101000

1. К правой части добавляем I\*delta (I = 1)

01010000 00101001 10010000 10000100 + 1 \*

**10011110 00110111 01111001 10111001** =

11101110 01100001 00001010 00111101

1. Результат из п2. XOR результат из п.3

01100101 11111010 01111011 10101000 XOR

11101110 01100001 00001010 00111101 =

10001011 10011011 01110001 10010101

1. Правую часть сдвигаем вправо на 5 бит:

010 10000001 01001100 10000100 00100 >> 5 =

00000 010 10000001 01001100 10000100

1. К результату из п.5 добавляем K3:

00000010 10000001 01001100 10000100 +

01101111 01110000 01100101 01101110 =

01110001 11110001 10110001 11110010

1. Результат из п4. XOR результат из п.6

10001011 10011011 01110001 10010101 XOR

01110001 11110001 10110001 11110010 =

11111010 01101010 11000000 01100111

1. 8. К левой части прибавляется результат из п.7:

10010100 00110110 10000101 10101000 +

11111010 01101010 11000000 01100111 =

10001110 10100001 01000110 00001111

**10001110 10100001 01000110 00001111** -> oser

### **Нечетная часть**

1. Правую часть сдвигаем влево на 4 бита:

01010000 00101001 10010000 10000100 << 4 =

0000 00101001 10010000 10000100 0000

1. К результату из п.1 добавляем K0:

00000010 10011001 00001000 01000000 +

01100001 01111010 01101001 01100100 =

01100100 00010011 01110001 10100100

1. К правой части добавляем I\*delta (I = 1)

01010000 00101001 10010000 10000100 + 1 \*

**10011110 00110111 01111001 10111001** =

11101110 01100001 00001010 00111101

1. Результат из п2. XOR результат из п.3

01100100 00010011 01110001 10100100 XOR

11101110 01100001 00001010 00111101 =

10001010 01110010 01111011 10011001

1. Правую часть сдвигаем вправо на 5 бит:

010 10000001 01001100 10000100 00100 >> 5 =

00000010 10000001 01001100 10000100

1. К результату из п.5 добавляем K1:

00000010 10000001 01001100 10000100 +

01100010 01100001 01101100 01101100 =

01100100 11100010 10111000 11110000

1. Результат из п4. XOR результат из п.6

10001010 01110010 01111011 10011001 XOR

01100100 11100010 10111000 11110000 =

11101110 10010000 11000011 01101001

1. К левой части прибавляется результат из п.7:

10010100 00110110 10000101 10101000 +

11101110 10010000 11000011 01101001 =

10000010 11000111 01001001 00010001

**10000010 11000111 01001001 00010001** -> comp